**Lyle Simpson: S1436436**

**Mobile Platform Development - Test Report**

The application was rigorously tested to ensure there were no runtime errors and no logical errors were present, and that each action within the user interface produced the expected response.

The application was tested to ensure that each activity is represented correctly in both landscape and portrait mode, with alternative layouts created when necessary. For example, the earthquake item view displays a map representing the earthquake’s location, with some text underneath representing the data associated with that earthquake. This layout works well in portrait mode, however in landscape mode the text details disappear off the screen underneath the map. To remedy this, a new layout was created for landscape mode, where the map was placed on the left half of the screen, with the text details displayed on the right half. This allowed the user to avoid scrolling and keeps all the information displayable in a clean, intuitive manner for the user.

At the bottom of each activity in the application, there is a navigation bar which allows movement through different pages. Being the central navigation component, this had to be tested thoroughly. On each activity, every navigation item was clicked, to ensure it led to the correct page. This process was repeated on all activities in the application, to ensure the critical navigation actions worked correctly. In addition to this navigation bar, within the list view there also exists a toolbar, complete with a variety of options for the user to choose. These include options for searching the list of earthquakes, ordering the list according to some criteria, and filtering the list by some metric such as the magnitude or depth.

On the earthquake list activity, the recycler-view can be ordered according to an option the user selects on the menu. The list can be sorted according to the following options:

1. Sorted by date earthquake occurred
2. Sorted by alphabetical order of location
3. Sorted by the earthquake’s magnitude
4. Sorted by the earthquake’s depth
5. Sorted by the earthquake’s geographical coordinates (most northern, western, eastern, southern)

To facilitate these changes to the ordering of the list, Java Comparator objects were used to determine a variety of different sorting rules for each of the criteria. These objects were located within the Repository of the application, and were combined with the Java Collections library’s sort() method to produce new lists containing the items in the desired order. For naturally opposite orderings – for example, sorting by the largest magnitude, and sorting by the smallest magnitude – the results of the Comparator were simply reversed, using the Collections library’s reverse() method. These Collections static methods are built-in to the library, and are rigorously tested – and by using these methods, the ordering is guaranteed to be correct as long as the Comparator logic is bulletproof. To further test each of these re-orderings, their results were thoroughly analysed in the user interface, and were each determined to be correct.

In addition to ordering, the user has the ability to search through the list of earthquakes by entering text into a search field representing the location of the earthquake – for example, “Glasgow”. The list will filter in real-time to display only those earthquakes whose location contains the substring entered. The comparison between the user’s query and the location is done in a case insensitive manner, and this feature was thoroughly tested to ensure the correct results are returned to the list. The search function was tested with a variety of uppercase and lowercase characters to ensure the case did not affect the query results.

The user also has the ability to filter the list by all earthquakes that occurred on a particular date, with the date chosen by the user. This feature again was tested thoroughly, with the logic to perform this filtering located within the Repository class. The user selects a date using a Date Picker user interface widget, and this date is converted on the backend to a LocalDate object for easy comparison with earthquake dates within the repository’s List of earthquakes. Dates with known earthquakes were tested, with the expected results achieved. Dates with no earthquakes were also tested, and the interface correctly presented a Toast message to the user informing them that no earthquakes were discovered on that date.

For the statistics activity, the battle-tested Collections library method max() is used along with a comparator to display the maximum magnitude and the maximum depth for all the earthquakes gathered by the API. Java HashMap and Map.Entry objects are used to associated String keys with values to populate the statistics for where most earthquakes occurred, for which date had the greatest number of earthquakes, and for which hourly time period had the greatest frequency of earthquakes. These maps are constructed in the Repository class, again separating the logic of calculating these statistics from the activity itself, which is good programming practice.

All of the components within the application were debugged using the logcat command line tool. Within each component, Logging messages were generated upon important actions, and these logs were written to the logcat standard output. When debugging logical errors, the contents of Java data structures were often dumped to the logs in String format, in order to inspect whether the issue lay within the backend logical processing, or somewhere else. The application’s use of LiveData from the Android architecture components allowed ViewModels to observe changes to the data, and this was another important use of the Logging operations. Debug logs were printed to logcat whenever any changes to the underlying earthquake data occurred, allowing for introspection of whether the data refresh functionality was working. Logs confirmed that the data was being regathered every 5 minutes, as per the periodic asynchronous timer defined in the application. Logging statements were also vital in the creation of the XmlPullParser logic, as it took a little while to get this logic accurate. The logcat utility allowed debugging of XmlPullParser events, and ultimately led to the successful building of the domain models used in the application (Earthquake, Location, and Coordinates models). Logging was also useful within the WebService class, which is responsible for fetching the XML data on a separate thread. The network request class implements Java’s Callable interface, with the network work being done in its call() method. This means the work is done on a separate thread, and the callable can return the XML data upon completion of the request (which differentiates it from a Runnable, which cannot return data). When the user requests to refresh the data, the following logs confirm what’s happening:

![](data:image/png;base64,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)

The logcat utility also allowed system messages such as stack traces to be viewed, which allowed easier identification of where in the application errors were being thrown.

The application’s use of maps was another important area that needed thorough testing. There are two different uses of maps in the application. Firstly, a global map view of the location of every earthquake retrieved from the API. This had markers for each earthquake, along with a tooltip showing where it occurred and the date on which it occurred. Through rigorous testing, each marker’s tooltip was checked, to ensure it was associated with the correct earthquake.

The second use of maps was the detail view for each individual earthquake, which is accessible when clicking the list view item that holds the earthquake. When an item in the list view is clicked, it should load up a detail view for that earthquake, displaying more information about it, including the map. Two tests occurred for this particular process. Firstly, to ensure that the correct detail view is loaded when an item in the list is clicked, and that all the associated information such as magnitude, date and depth are correctly represented in the detail view. Secondly, to ensure that the map is displaying a marker representing the location of the earthquake, in the correct place.

A final component of the application that required testing was the database. The data, after being fetched from the API, was stored in a SQLite database, using the Room object-relational mapping library. When data was re-fetched via the user prompting this action, it would replace existing data within the database, and would not append duplicates to the Earthquake table. It was vital to test that duplicates were not created, as this would poison the data. It was also necessary to handle the conversion of Java LocalDateTime objects into native SQL date data-types. This was handled by creating a custom TypeConverter object, using the Room library. All these tools were tested thoroughly using logcat before deployment.

**Conclusion and Scope For Improvement**

To conclude, the application is thoroughly tested for the majority of the functional requirements implemented. There is, however, scope for improvement. The project did not ultimately have any unit testing, due to time constraints. A big goal of future iterations would be to implement a comprehensive suite of automated unit tests to make the application more bullet-proof to future changes.